# Project

* Site-16-Api-Ng-sinalR
  + Copied from: Site-15-Api-Ng-identity-role-management
* For the “MySocialConnect-SPA” issue npm install command to install all packages
  + ng serve : to run the spa

# New & Updates

|  |  |
| --- | --- |
| New | Updates |
| /core/services/signalr/presence-hub.service.ts | environments |
| /core/services/signalr/message-hub.service.ts | /core/services/helper.service.ts |
| /core/Strategy/customRouteReuseStrategy.ts | /core/serices/account.service.ts |
| /core/models-interfaces/signalr/signalr-connection.model.ts | /site/members/member-card |
| /core/models-interfaces/signalr/signalr-group.model.ts | /site/members/member-detail |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

# Clear Database

If you want to clear database then drop it and recreate it

dotnet ef database drop

dotnet ef database update

# Package Install

> npm install @microsoft/signalr

# environments

Add the base url to the hub as specified on the webapi/programs.cs

## environment.development.ts

  webApiBaseHubsUrlHttps: 'https://localhost:5001/hubs/',

  webApiBaseHubsUrlHttp: 'http://localhost:5000/hubs/',

## environment.ts

  webApiBaseHubsUrlHttps: 'hubs/',

  webApiBaseHubsUrlHttp: 'hubs/',

# /core/services

## helper.service.ts

At the top, after the baseUrlServer as the baseUrl for the hub

private baseUrlHub: string = environment.usebaseUrlHttps ? environment.webApiBaseHubsUrlHttps : environment.webApiBaseHubsUrlHttp;

And then add the presence /message end points

  //signalr end points

  public urlSignalrPresence: string = `${this.baseUrlHub}presence`;

  public urlSignalrMessage: string = `${this.baseUrlHub}message`;

# Setting up Presence

## /core/services

### /signalr/presence-hub.service.ts

Used for login, logout and active users notification

> ng g s core/services/signalr/presenceHub --skip-tests

import { Injectable } from '@angular/core';

import { HubConnection, HubConnectionBuilder } from '@microsoft/signalr';

import { ToastrService } from 'ngx-toastr';

import { BehaviorSubject, take } from 'rxjs';

import { Router } from '@angular/router';

import { HelperService } from '../helper.service';

import { LoggedInUserDto } from '../../models-interfaces/logged-in-user-dto.model';

import { UserDto } from '../../models-interfaces/user-dto.model';

@Injectable({

  providedIn: 'root'

})

export class PresenceHubService {

  private hubConnecton!: HubConnection;

  private onlineUsersSource = new BehaviorSubject<string[]>([]);

  onlineUsers$ = this.onlineUsersSource.asObservable();

  //events from presence hub web api

  private \_keyUserIsOnline = 'UserIsOnline';

  private \_keyUserIsOffline = 'UserIsOffline';

  private \_keyUsersOnline = 'GetOnlineUsers';

  constructor(private helperService: HelperService,

              private toastr: ToastrService,

              private router: Router) { }

  //create Hub Connection

  createHubConnection(user: LoggedInUserDto){

    const url = this.helperService.urlSignalrPresence;

    this.helperService.logIfFrom(url, "PresenceHubService Conn url")

    //build

    this.hubConnecton = new HubConnectionBuilder()

                        .withUrl(url, {

                          accessTokenFactory: () => user.token

                        })

                        .withAutomaticReconnect()

                        .build();

    //start the connection

    this.hubConnecton.start()

                    .catch(e => {

                      this.helperService.logIfFrom(e, "PresenceHubService start Error");

                    });

    //listen for event UserIsOnline, returns userName

    this.hubConnecton.on(this.\_keyUserIsOnline, userName => {

      this.toastr.info(`${userName} has connected!`);

      this.onlineUsers$.pipe(take(1)).subscribe({

        next: (userNames) => {

          const newUserNames = [...userNames, userName];

          this.fireOnlineUsers(newUserNames);

        }

      });

    });

    //listen for event UserIsOffline, returns userName

    this.hubConnecton.on(this.\_keyUserIsOffline, userName => {

      this.toastr.warning(`${userName} has disconnected!`);

      this.onlineUsers$.pipe(take(1)).subscribe({

        next: (userNames) => {

          //filter method cretaed a new array so no need to use the spread operator

          const newUserNames = userNames.filter(x => x !== userName);

          this.fireOnlineUsers(newUserNames);

        }

      });

    });

    //listen for event GetOnlineUsers, returns string[]

    this.hubConnecton.on(this.\_keyUsersOnline, (userNames: string[]) => {

      this.fireOnlineUsers(userNames);

    });

  }

  //stop hub connection

  stopHubConnection(){

    try{

      if(this.hubConnecton){

        this.hubConnecton.stop()

                      .catch(e => {

                        this.helperService.logIfFrom(e, "PresenceHubService stop Error");

                      });

      }

    }

    catch(e){

      this.helperService.logIfFrom(e, "PresenceHubService stop Exception");

    }

  }

  private fireOnlineUsers(userNames: string[]){

    this.onlineUsersSource.next(userNames);

  }

}

### account.service.ts

**constructor**

Inject PresenceHubService

  constructor(private httpClientService: HttpClientService,

              private helperService: HelperService,

              private localStorageService: LocalStorageService,

              private presenseHubService: PresenceHubService) { }

**New methods createHubConnection and stopHubConnection**

  private createHubConnection(user: LoggedInUserDto){

    this.presenseHubService.createHubConnection(user);

  }

  private stopHubConnection(){

    this.presenseHubService.stopHubConnection();

  }

**logout method**

call the stopHubConnection

  logout(){

    //remove the user

    this.localStorageService.removeUser();

    this.fireCurrentUser(null);

    //presence hub

    this.stopHubConnection();

  }

**setAndFireCurrentUser Method**

This method is called by both login and register so call createHubConnection here

  setAndFireCurrentUser(user: LoggedInUserDto){

    //pick roles from the token, for this need to decode the token.

    //keep in mind users may only have single role as string or a string array of roles

    user.roles = [];

    const roles = this.getDecodedToken(user.token)?.role;

    if(roles){

      if(Array.isArray(roles))

        user.roles = roles;

      else

        user.roles.push(roles);

    }

    this.localStorageService.setUser(user);

    this.fireCurrentUser(user);

    //presence hub

    this.createHubConnection(user);

  }

**getAndFireCurrentUser Method**

This is called from the app.componenet.ts so call createHubConnection here as well.

  //this being called from the app.component.ts

  getAndFireCurrentUser(){

    const user: LoggedInUserDto = this.localStorageService.getUser();

    if(!user) {

      this.fireCurrentUser(null);

      return;

    }

    this.fireCurrentUser(user);

    //presence hub

    this.createHubConnection(user);

  }

## Display User Online - Presence

### /site/members/member-card

On the member card blink the icon green when the user is online
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**member-card.component.css**

/\* users is online after implementing presenceHub

making the icon blink infinite\*/

@keyframes fa-blink{

    0% {opacity: 1;}

    100% {opacity: 0.4;}

}

.is-online{

    animation: fa-blink 1.5s linear infinite;

    color: rgb(1, 189, 42);

}

**member-card.component.ts**

inject the presenceHubService as public

  constructor(private memberService: MemberService,

              private toastrService: ToastrService,

              public presenceHubService: PresenceHubService){}

**member-card.component.html**

Using async pipe on subject presenceHubService.onlineUsers$, apply the is-online class

    <div class="card-body p-1">

        <h6 class="card-title text-center mb-1">

            <span [class.is-online]="(presenceHubService.onlineUsers$ | async)?.includes(memberIn.userName)">

                <i class="fa fa-user me-2"></i>

            </span>

            {{memberIn.displayName | titlecase}}, {{memberIn.age}}

        </h6>

        <p class="card-text text-muted text-center">{{memberIn.city}}</p>

    </div>

### /site/members/member-detail

Will display the online user icon here as well

![](data:image/png;base64,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)

**member-detail.component.ts**

Inject the presenceHubService as public

  constructor(private memberService: MemberService,

              private activatedRoute: ActivatedRoute,

              private router: Router,

              private toastr: ToastrService,

              private messageService: MessageService,

              public presenceHubService: PresenceHubService){}

**member-detail.component.html**

            <div class="card-body">

                <div class="mb-2" \*ngIf="(presenceHubService.onlineUsers$ | async)?.includes(member.userName)">

                    <i class="fa fa-user-circle text-success"></i> Online now

                </div>

                <div>

                    <strong>Location:</strong>

                    <p>{{member.city}}, {{member.country}}</p>

                </div>

# Setting up Messages

## /core/models-interfaces/signalr

Models for tracking group

### SignalRConnection

> ng g interface core/models-interfaces/signalr/SignalrConnection --type=model

export interface SignalRConnection {

  connectionId: string;

  userName: string;

  userId: number;

}

### SignalRGroup

> ng g interface core/models-interfaces/signalr/SignalrGroup --type=model

import { SignalRConnection } from "./signalr-connection.model";

export interface SignalRGroup {

  groupName: string;

  connections: SignalRConnection[];

}

## /core/services/signalr/messge-hub.service.ts

Used for two way message communication in real time

> ng g s core/services/signalr/messageHub --skip-tests

using System;

using System.Linq;

using System.Net;

using System.Threading.Tasks;

using AutoMapper;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.SignalR;

using MSC.Core.BusinessLogic;

using MSC.Core.DB.Entities.SignalR;

using MSC.Core.Dtos;

using MSC.Core.Extensions;

using MSC.Core.SignalR;

namespace MSC.WebApi.SignalR;

[Authorize]

/// <summary>

/// MessageHub, it derives from Hub and then override the virtual methods

/// No package to install for SignalR

/// Messages will be sent using the MessageHub and not MessageController.CreateMessage

/// </summary>

public class MessageHub : Hub

{

    private const string \_keyReceiveMessageThread = "ReceiveMessageThread";

    private const string \_keyNewMessage = "NewMessage";

    private const string \_keyUpdatedGroup = "UpdatedGroup";

    //when the recipient is not on the message page, is online then send the new message received event

    private const string \_keyNewMessageReceived = "NewMessageReceived";

    private readonly IMessageBusinessLogic \_msgBl;

    private readonly IUserBusinessLogic \_userBl;

    private readonly ISignalRBusinessLogic \_srBl;

    private readonly PresenceTrackerMemory \_presenceTracker;

    private readonly IHubContext<PresenceHub> \_presenceHub;

    private readonly IMapper \_mapper;

    public MessageHub(IMessageBusinessLogic msgBl,

                    IUserBusinessLogic userBl,

                    ISignalRBusinessLogic srBl,

                    PresenceTrackerMemory presenceTracker,

                    IHubContext<PresenceHub> presenceHub,

                    IMapper mapper)

    {

        \_msgBl = msgBl;

        \_userBl = userBl;

        \_srBl = srBl;

        \_presenceTracker = presenceTracker;

        \_presenceHub = presenceHub;

        \_mapper = mapper;

    }

    /// <summary>

    /// Implement OnConnectedAsync

    /// </summary>

    /// <returns></returns>

    public override async Task OnConnectedAsync()

    {

        var httpContext = Context.GetHttpContext();

        var connectionId = Context.ConnectionId;

        //current user

        var callerUserName = Context.User.GetUserName();

        var callerUserId = Context.User.GetId();

        //will be passing in the other users info via query string

        var otherUserName = httpContext.Request.Query["otherUserName"].ToString();

        var otherUserId = int.Parse(httpContext.Request.Query["otherUserId"].ToString());

        //build the group name, create a group of two users.

        var groupName = GetGroupName(callerUserName, otherUserName);

        //add to SignalR groups

        await Groups.AddToGroupAsync(connectionId, groupName);

        //add to database

        var group = await AddToGroup(groupName, connectionId, callerUserName, callerUserId);

        //send the message to the group

        await Clients.Group(groupName).SendAsync(\_keyUpdatedGroup, group);

        //get the message thread from the message business logic just like MessgeController

        var messages = await \_msgBl.GetMessageThread(callerUserId, otherUserId);

        //send the messages to the caller

        //await Clients.Group(groupName).SendAsync(\_keyReceiveMessageThread, messages);

        await Clients.Caller.SendAsync(\_keyReceiveMessageThread, messages);

    }

    /// <summary>

    /// Implmenent OnDisconnectedAsync

    /// </summary>

    /// <param name="exception"></param>

    /// <returns></returns>

    public override async Task OnDisconnectedAsync(Exception exception)

    {

        var group = await RemoveFromMessageGroup(Context.ConnectionId);

        await Clients.Group(group.GroupName).SendAsync(\_keyUpdatedGroup, group);

        //users will be automatically removed from the group

        await base.OnDisconnectedAsync(exception);

    }

    /// <summary>

    /// Moved here from MessageController

    /// </summary>

    /// <param name="msg"></param>

    /// <returns></returns>

    public async Task CreateMessage(MessageCreateDto msg)

    {

        //get the claims

        var claims = Context.User.GetUserClaims();

        if(claims == null || !claims.HasUserName || !claims.HasId || !claims.HasGuid)

            throw new HubException("User issue");

        //check message

        if(msg == null || msg.RecipientId <= 0 || string.IsNullOrWhiteSpace(msg.MessageContent))

            throw new HubException("Message info invalid");

        //check that we have a connection for the recipient. If we have then the recipient is on message page

        bool isRecipientOnMessagePage = false;

        bool markMessageAsRead = false;

        var recipient = await \_userBl.GetUserRawAsync(msg.RecipientId, includePhotos: true);

        if(recipient == null)

            throw new HubException("Recipient not found");

        var groupName = GetGroupName(claims.UserName, recipient.UserName);

        SignalRGroup group = await \_srBl.GetMessageGroup(groupName);

        if(group != null && group.Connections.Any(x => x.UserName == recipient.UserName)){

            isRecipientOnMessagePage = true;

            markMessageAsRead = true;

        }

        //add message , mark the message read if the recipient is in message group with sender

        var result = await \_msgBl.AddMessageWithReadRecipt(msg, claims.Id, markMessageAsRead);

        if(result == null)

            throw new HubException("Unable to send message");

        if(result.HttpStatusCode != HttpStatusCode.OK)

            throw new HubException(result.Message ?? "Unable to send message");

        //the message that got added

        var messagedAdded = result.ConvertDataToType<MessageDto>();

        //when the recipient is not on the same message page and have connection then notify the recipient

        if(!isRecipientOnMessagePage){

            var connections = await \_presenceTracker.GetConnectionsForUser(recipient.UserName);

            if(connections != null){

                var sender = await \_userBl.GetUserAsync(Context.User.GetId());

                if(sender != null){

                    //to display to the logged in user the sender info

                    //since presenceHub us bing used to send the message, implement this on the presenceHub client

                    await \_presenceHub.Clients.Clients(connections).SendAsync(\_keyNewMessageReceived, sender);

                }

            }

        }

        //send the event for new message created

        await Clients.Group(groupName).SendAsync(\_keyNewMessage, messagedAdded);

    }

    //sort in alphabatical order and build group name

    private string GetGroupName(string caller, string other)

    {

        //Less than zero –strA is less than strB.

        //Zero –strA and strB are equal.

        //Greater than zero –strA is greater than strB

        var stringCompare = string.CompareOrdinal(caller, other) < 0;

        return stringCompare ? $"{caller}-{other}" : $"{other}-{caller}";

    }

    private async Task<SignalRGroup> AddToGroup(string groupName, string connectionId, string callerUserName, int callerUSerId)

    {

        //get the group from the DB and save it

        SignalRGroup group = await \_srBl.GetMessageGroup(groupName);

        if(group == null){

            group = new SignalRGroup(groupName);

            //only saving the group when not found.

            \_srBl.AddGroup(group);

        }

        //create connection

        SignalRConnection connection = new SignalRConnection(connectionId, callerUserName, callerUSerId);

        //add connection to group and call save method

        group.Connections.Add(connection);

        //save

        if(await \_srBl.SaveAllSync())

            return group;

        throw new HubException("Failed to join group");

    }

    private async Task<SignalRGroup> RemoveFromMessageGroup(string connectionId)

    {

        SignalRGroup group = await \_srBl.GetGroupByConnection(connectionId);

        if(group == null)

            throw new HubException("Failed to get group for connection");

        SignalRConnection connection = group.Connections.FirstOrDefault(x => x.ConnectionId == connectionId);

        if (connection == null)

            throw new HubException("Failed to get connection");

        \_srBl.RemoveConnection(connection);

        if(await \_srBl.SaveAllSync()){

            //group.Connections.Remove(connection);

            return group;

        }

        throw new HubException("Failed to remove from group");

    }

}

## /core/services/signalr/presence-hub.service.ts

On the WebApi side the “message create” inside MessageHub is firing “NewMessageReceived” event using the presenceHub. So add that to presenceHubService.

Add the new key at the top

  //this is fired by the messageHub using presenceHub on CreateMessage

  private \_keyNewMessageReceived = 'NewMessageReceived';

Listen to the event

    //fired from messageHub when new message is sent and the user is not on message page, same group as sender

    //this is using the core/strategy/CustomRouteReuseStrategy

    this.hubConnecton.on(this.\_keyNewMessageReceived, (sender: UserDto) => {

      this.toastr.info(`${sender.displayName} has sent you a new message! Click me to see it`)

      .onTap

      .pipe(take(1))

      .subscribe({

        next: () => {

          this.router.navigateByUrl(`members/detail/${sender.guId}/${sender.displayName}?tab=messages`);

        }

      });

    });

## /core/Strategy/customRouteReuseStrategy.ts

    //fired from messageHub when new message is sent and the user is not on message page, same group as sender

    //this is using the core/strategy/CustomRouteReuseStrategy

    this.hubConnecton.on(this.\_keyNewMessageReceived, (sender: UserDto) => {

      this.toastr.info(`${sender.displayName} has sent you a new message! Click me to see it`)

      .onTap

      .pipe(take(1))

      .subscribe({

        next: () => {

          this.router.navigateByUrl(`members/detail/${sender.guId}/${sender.displayName}?tab=messages`);

        }

      });

    });

### app.module.ts

Add CustomeRoouteReuseStrategy

  providers: [

    { provide: HTTP\_INTERCEPTORS, useClass: ErrorInterceptor, multi: true },

    { provide: HTTP\_INTERCEPTORS, useClass: JwtInterceptor, multi: true },

    { provide: HTTP\_INTERCEPTORS, useClass: LoadingInterceptor, multi: true },

    { provide: RouteReuseStrategy, useClass: CustomRouteReuseStrategy},

  ],

## /site/members/member-detail

We’ll use the messageHub now to get the message thread. So, we are not loading the messages nor passing the messages to message component.

However, we will start the stop the messageHub connection here.

**member-detail.component.ts**

* Add the param for logged in user
* Inject the account service and messageHubService
* Get the logged I user inside the constructor

  user: LoggedInUserDto = <LoggedInUserDto>{};

  constructor(private memberService: MemberService,

              private activatedRoute: ActivatedRoute,

              private router: Router,

              private toastr: ToastrService,

              private messageService: MessageService,

              public presenceHubService: PresenceHubService,

              private messageHubService: MessageHubService,

              private accountService: AccountService){

    //get the logged in user

    this.accountService.currentLoggedInUser$.pipe(take(1)).subscribe({

      next: (user: LoggedInUserDto | null) => {

        if(user)

          this.user = user;

      }

    });

  }

On ngOnDestroy stop the hub connection

  ngOnDestroy(): void {

    if(this.memberSubscription) this.memberSubscription.unsubscribe();

    if(this.messageThreadSubscription) this.messageThreadSubscription.unsubscribe();

    if(this.memberDataFromRouteSubscription) this.memberDataFromRouteSubscription.unsubscribe();

    if(this.queryParamSubscripton) this.queryParamSubscripton.unsubscribe();

    //also stop the message hub connection. This happening below on activated tab as well

    this.messageHubService.stopHubConnection();

  }

onTabActivated comment the current loadMessages and instead start and stop the messageHub connection

  onTabActivated(data: TabDirective){

    this.activeTab = data;

    //user check and else put in place after message hub implementation

    if(this.activeTab.heading === "Messages" && this.user){

      //using presence hub to get the messages now rather than from the message service

      //note that we are not passing the messages from detail to messages any more

      //only create the hub connection here

      //this.loadMessages();

      this.messageHubService.createHubConnection(this.user, this.member.userName, this.member.id);

    }

    else{

      //also happening in ngOnDestroy

      this.messageHubService.stopHubConnection();

    }

  }

**member-detail.component.html**

Not passing the message to messages component

            <tab heading="Messages" (selectTab)="onTabActivated($event)">

                <!--not passing the messages any more after message hub implementation

                <app-member-messages [memberIn]="member" [messagesIn]="messages"></app-member-messages>

                -->

                <app-member-messages [memberIn]="member"></app-member-messages>

            </tab>

## /site/members/member-messages

**member-messages.component.ts**

This has a lot of changes so full component file placed here

import { Component, Input, OnDestroy, OnInit, ViewChild } from '@angular/core';

import { Subscription } from 'rxjs';

import { TimeagoModule } from 'ngx-timeago';

import { ToastrService } from 'ngx-toastr';

import { CommonModule } from '@angular/common';

import { MessageService } from '../../../core/services/message.service';

import { MessageHubService } from '../../../core/services/signalr/message-hub.service';

import { MessageDto } from '../../../core/models-interfaces/message-dto.model';

import { UserDto } from '../../../core/models-interfaces/user-dto.model';

import { FormsModule, NgForm } from '@angular/forms';

@Component({

  selector: 'app-member-messages',

  standalone: true,

  templateUrl: './member-messages.component.html',

  styleUrls: ['./member-messages.component.css'],

  imports: [CommonModule, TimeagoModule, FormsModule]

})

export class MemberMessagesComponent implements OnInit, OnDestroy {

  //messge template driven form

  @ViewChild('messageForm') msgForm!: NgForm;

  @Input() memberIn!:UserDto;

  //not passing the messages any more after message hub iplementation

  @Input() messagesIn: MessageDto[] = [];

  messageContent: string = '';

  messageSubscription!: Subscription;

  messageHubSubscription!: Subscription;

  constructor(private messageService: MessageService,

              private toastr: ToastrService,

              private messageHubService: MessageHubService){}

  ngOnDestroy(): void {

    if(this.messageSubscription) this.messageSubscription.unsubscribe();

    if(this.messageHubSubscription) this.messageHubSubscription.unsubscribe();

  }

  ngOnInit(): void {

    this.loadMessagesFromMessageHub();

  }

  loadMessagesFromMessageHub(){

    this.messageHubSubscription = this.messageHubService.messageThread$.subscribe({

      next: (messages: MessageDto[]) => {

        //just use the input messages here

        this.messagesIn = messages;

      }

    })

  }

  //not using this any more

  //using the message hub create message methos

  onSubmitMessage(){

    if(!this.memberIn || !this.memberIn.id){

      this.toastr.error('User error', 'Error');

      return;

    }

    this.messageSubscription = this.messageService.createMessage(this.memberIn.id, this.messageContent).subscribe({

      next: (message: MessageDto) => {

        if(!message){

          this.toastr.error("Unable to get back the created message. Refresh page...", "Error");

          return;

        }

        //not using it after the message hub implementation

        this.messagesIn.push(message);

        this.msgForm.reset();

        //this.messageContent = "";

      },

      error: e => {},

      complete: () => {}

    })

  }

  OnSubmitMessageUsingHub(){

    if(!this.memberIn || !this.memberIn.id){

      this.toastr.error('User error', 'Error');

      return;

    }

    //this is returning a promise

    //The newly added message will show via loadMessagesFromMessageHub

    this.messageHubService.createMessage(this.memberIn.id, this.messageContent)

                          .then(() => {

                            this.msgForm.reset();

                          });

  }

}

**member-messages.componenet.html**

on ngsubmit use the new method to add the messages via message hub

    <div class="card-footer">

        <form #messageForm="ngForm" (ngSubmit)="OnSubmitMessageUsingHub()" autocomplete="off">